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Abstract

A new parallel algorithm for the 3D rayshooting problem is presented on a CREW-PRAM. For this the pathtree, a suitable datastructure for representing the boundary of convex polytopes is introduced.

It will be shown, that for a convex polytope $P$ of size $O(n)$ the pathtree is computable in $O(\log(n))$ with $O(n)$ processors. Then, with the help of the pathtree the intersection segment of $P$ and any line $g$ in 3-dimensional space can be computed in time $O(\log(n))$ with $O(n^c)$ processors. This is the first parallel algorithm with global running time $O(\log(n))$ for the 3D rayshooting problem.

An application of the rayshooting algorithm is given with a new parallel algorithm for the computation of the intersection of two convex polytopes in $\mathbb{R}^3$. It needs time $O(\log(n))$ with $O(n^{1+c})$ processors and is the first parallel algorithm for this problem using less than $O(\log(n)^2)$ time with a reasonable number of processors.

Topics: Computational Geometry, Theory of Parallel and Distributed Computation

1 Introduction

The rayshooting problem is of vital importance in computational geometry. It is the main subroutine in a lot of geometric algorithms, e.g. intersection problems like convex hull, intersection of halfspaces and polytopes or sweepline, hidden surface and visibility problems, etc.

Given a convex polytope $P$ with $n$ extreme points and a set of straight lines $G$ in 3-dimensional space, the rayshooting problem is defined to decide for every line $g \in G$ whether it intersects $P$. If $g$ is intersecting $P$, the intersection segment is computed. Otherwise, the point on the boundary of $P$ nearest to $g$ is found.

In $\mathbb{R}^2$ the rayshooting problem can be solved optimally in $O(\log(n))$ with $O(n)$ processors, whereas in 3-dimensional space this problem has not yet been optimally solved with the same time and processor bounds.

Dadoun and Kirkpatrick have presented the best result [DaKi 87] in $\mathbb{R}^3$. In a preprocessing-phase, they compute a data-structure for $P$ to solve line-queries. Time $O(\log(n) \cdot \log^*(n))$ with $O(n)$ processors is needed, achieving a query time of $O(\log(n))$.
for any line with one processor. This leads to a global running time of $O(\log(n) \cdot \log^*(n))$ and $O(n)$ processors for all lines of $G$.

For the new parallel algorithm a datastructure called pathtree for the boundary $O_P$ of $P$ is computed. The pathtree is an interesting datastructure and should have many applications in a lot of other geometric problems.

A pathtree can be used to solve any point query which is given by a point and a polygone, the result of an intersection of a plane in $\mathbb{R}^3$ with a line and $P$.

In this paper it is shown that the rayshooting problem for any line $g$ can be reduced to solve $n^4$ point queries recursively.

The new algorithm is based on a result by Cole [Co 86]. In his work a datastructure is described, which is suitable for storing convex polytopes with optimal space $O(n)$. He has shown that it can be used to solve some geometric problems like planar point location or 3-dimensional point location.

For the preprocessing, say the computation of the pathtree, the new algorithm needs time $O(\log(n))$ with $O(n)$ processors. Then a query time of $O(\log(n))$ with $O(n^4)$ processors is achieved for any line $g \in G$.

Given two convex polytopes in $\mathbb{R}^3$, the new parallel algorithm given here needs time $O(\log(n))$ with $O(n^{1+\epsilon})$ processors to compute their intersection.

If one is able to compute one point of the intersection-polytope in advance, a method described by Chazelle, namely a geometric dual point/flat transformation, can be used to reduce the polytope intersection problem to the problem of computing the transitive closure of the union of two convex polytopes [Cha 89].

One of these witnesses of the intersection can be computed with the help of the new procedure for rayshooting in time $O(\log(n))$ with $O(n^{1+\epsilon})$ processors. Then the transformed problem can be solved by execution of the merging step of the parallel algorithm by Preilowski et.al. [PrDaWe 92] computing the convex hull of a set of points in $\mathbb{R}^3$ in $O(\log(n))$ with $O(n^{1+\epsilon})$ processors.

The parallel CREW-PRAM model used here is a concurrent read, exclusive write random access machine. Such a machine is conceived as having a large number of processors with common access to a common memory. Any number of processors can read the same memory cell at the same time, but only one can access the same memory cell at the same time for writing.
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